Abstract. The widespread use of mobile devices is reshaping the way users interact, permitting applications to explore physical proximity of devices to exchange information. Although the number of communication technologies that can be used is vast (e.g. Wi-Fi, Wi-Fi Direct, LTE, UMTS, Bluetooth, NFC), building an application from ground up considering communication and application requirements is not a trivial task. In order to help developers to implement communication primitives, this paper presents a communication framework for ubiquitous systems. Two important contributions are related to our framework: i) a set of technology-independent interfaces to handle communication requirements; and ii) a modular and extensible layer-based architecture that permits developers to implement new communication technologies and message dissemination strategies. The outcome of using our communication framework is a simpler construction of distributed applications that explore physical proximity.

1. Introduction

The use of mobile devices and the proliferation of Location Based Services (LBS) on the Internet are fostering a whole new interaction paradigm. Acquaintances exchange messages, multimedia content and information in a near real-time basis [Mascolo 2010], anywhere and anytime.

Services based on the user location have been widely adopted as the key characteristic to provide enriched information for mobile applications in ubiquitous environments [Braga et al. 2012]. For instance, proximity has been used to diffuse context information with nearby devices, a concept known as participatory sensing [Mascolo 2010, MAIA et al. 2013]. Another possibility is to explore user mobility and proximity to carry-and-forward short messages, which is known as opportunistic computing [Conti et al. 2010].
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In these scenarios, the interacting mobile devices may be distributed and pervaded throughout the environment. Therefore, communication is performed using direct communication technologies such as Bluetooth\(^1\) and Wi-Fi Direct\(^2\) allowing the communication without an existing infrastructure.

Although these technologies and LBS are useful to create ubiquitous applications, the design of a modular and extensible communication infrastructure is a challenging task. Nowadays, developers must consider basic issues such as neighbor discovery and selection, message exchange, device disconnection and routing to develop ubiquitous applications \[\text{Drabkin et al. 2011}\]. However, to facilitate this development, this paper presents a communication framework that aids developers to create applications through the use of direct communication. The framework is divided into layers. The lower layers are related to the link discovering and communication technology (e.g., link and physical layers). These layers handle the creation and destruction of links between two devices, and offers to developers primitives such as neighbor discovery, message exchange and device disconnection. Hence, the framework is able to handle communication among different technologies, such as Bluetooth, Wi-Fi, and Wi-Fi Direct.

The independence of using different communication technologies is possible due to the network layer, which reuses primitives from the lower layers to send, forward and receive messages. This layer is conceived to allow the implementation of new routing algorithms. Reusing the primitives offered by the lower layers, the upper layers offer to applications communication primitives.

The remainder of this paper is divided as follows. Section 2 discusses important issues to develop ubiquitous applications. Section 3 presents the communication framework. Section 4 details how the framework can be used and extended. Section 5 presents related work and section 6 lists some conclusions.

### 2. Exploring device proximity

According to the authors of \[\text{Maia et al. 2009}\], communication among nearby devices is at the core of ubiquitous computing. Direct communication allows devices to exchange messages when a fixed infrastructure is unavailable. Taking into account the information about physical proximity, other devices can be used to carry and forward messages when direct exchange is not possible. Along this line, developers use technologies such as Bluetooth or Wi-Fi Direct to implement the communication processes of their applications.

Approaches that rely on direct communication like mobile ad-hoc networks (MANET) \[\text{Sarkar and Lol 2010}\], delay-tolerant networks (DTN) \[\text{Whitbeck and Conan 2010}\] and opportunistic computing (OC) \[\text{Conti et al. 2010}\] have been subject of study in the last decade. They allow the communication without a pre-defined infrastructure and can be efficiently implemented in ubiquitous environments. Besides that, other characteristics should be considered in ubiquitous environments, such as: no assumption about the topology of nodes should be made; nodes have to forward messages to other nodes in a collaborative way; and nodes may be mobile.

Although MANET, DTN and OC have been extensively studied, they are not thor-
oughly explored in real applications. In order to diffuse their use, general purpose solutions to handle direct communication could provide valuable contributions.

3. Communication framework for ubiquitous computing

In order to foster the creation of ubiquitous applications relying on direct communication, this paper presents a ubiquitous communication framework. Its main contribution is two-fold: 1) it offers a set of technology-independent interfaces to handle communication requirements such as neighbor discovery, connection and disconnection, and message delivery; 2) it is based on a modular and extensible, layer-based, architecture that permits developers to plug in new communication technologies and message dissemination strategies, reusing much of the existing functionalities.

Our communication framework is based on the conceptual architecture introduced in [Conti et al. 2010]. We then bring these concepts to apply in real ubiquitous scenarios, facilitating the construction of applications that explore physical proximity. Up to this point, the framework has implemented communication using Bluetooth and Wi-Fi, and two well-known routing algorithms that can handle multi-hop, namely AODV and Flooding.

Implemented using Android messages exchanged between devices are described using JSON (Java Script Object Notation), a lightweight data exchange format to foster interoperability between interacting devices. Binaries and a series of documents describing its use are available at the following link: [http://r2d2.great.ufc.br/dokuwiki/doku.php?id=bluetoothnetwork:bluetooth_network](http://r2d2.great.ufc.br/dokuwiki/doku.php?id=bluetoothnetwork:bluetooth_network).

The framework is divided into three layers, trying to improve modularity and extensibility. Therefore, any layer can be adapted or modified according to implementation requirements. The bottom layer handles the functionalities specific to the communication technologies. The middle layer uses the primitives from the bottom layer and implements routing functionalities. The top layer reuses the functionalities from the two previous layers, and lets applications send messages. Figure 1 shows the architecture of the framework, detailed as follows.

![Figure 1. Architecture of the proposed framework](http://r2d2.great.ufc.br/dokuwiki/doku.php?id=bluetoothnetwork:bluetooth_network)

3.1. Connect-aware layer

This layer is responsible for handling the direct communication between two devices. The main features implemented in this layer are 1) Connectivity management, 2) Neighbor

---

3 [http://www.android.com/](http://www.android.com/)
4 [www.json.org](http://www.json.org)
discovery and connection, 3) Message exchange and 4) Neighbor disconnection. These features are exposed to the upper layers as interfaces.

Since devices are mobile, they may enter and leave on the network unpredictably. The goal of the connectivity management is to keep the network connected, trying to maintain a path between any two devices.

**Bluetooth.** This technology has particularities that needed to be addressed. One is the restriction on the number of devices connected to each device. This restriction affects directly the connectivity management, since one device should consider carefully before connecting to a given neighbor, or it may run out of available connections. This problem has been analyzed before [Sharafeddine et al. 2012] and is called scatternet formation.

To minimize the load on each device, connectivity management is implemented using a simple scatternet formation strategy. Due to the restriction on the number of connections, this strategy instead of connecting to every known neighbor, and quickly saturating the number of connections, it uses the concept of redundant link.

A link is redundant when it can be removed and the network still remains fully connected. To define if a link to a new neighbor is redundant, once two devices meet, called device A and device B, they exchange their list of neighbors. If the list received by device A from device B contains at least one device already present in the list of neighbors from device A, the link between devices A and B is defined as a redundant link.

Before connecting to a device, the redundant link algorithm is used and the number of free connections that a device has is considered. If it has less than five connections, it will just connect to the new device. If it has five or more connections, it will check if there is any redundant link. If there is a redundant link, this link is removed and the new connection is added. If the number of connections is equal to seven, the new connection cannot be created. The number of five connections was defined analyzing the geometry created by devices communicating wirelessly.

Once a connected neighbor disconnects, one of two possible actions is taken. If the link was a redundant one, the redundant link list is updated to consider this disconnection. If the link was not a redundant one, the neighborhood is scanned looking for devices that could replace this neighbor that left.

**Figure 2. Interfaces exposed by the Bluetooth communication module**

Figure 2 shows the interfaces that are exposed by the lower layer. There are two sets of functionalities. One set handles events occurring in the Bluetooth module, such as neighbor found or changes on the observing state. The second acts upon communication technology modules, responsible for device connection, disconnection, sending messages,
starting and stopping the module.

Using Wi-Fi and Wi-Fi Direct, this restriction on the number of connections can be relaxed. The framework already has an implementation using regular Wi-Fi. Wi-Fi Direct has details that deserve more attention and shall be considered in the future.

**Wi-Fi.** Unlike Bluetooth, that employs direct communication between neighbor devices, Wi-Fi permits that any two devices connected to an access point in the same subnetwork to communicate. The goal is to provide to the upper layers the same interfaces present in the Bluetooth module, but abstracting away what is specific from Wi-Fi. The Wi-Fi implementation relies on a network port monitor, where all events are received using that port (e.g. device connection and disconnection, message received). When a device needs to send a message, it wraps the message up on an UDP datagram and sends it to its network broadcast address, using the predefined network port. Other devices in the network receive the broadcasted message in the same predefined port, unwraps it pushes it to the upper layers through network listeners and specific interfaces.

### 3.2. Network layer

Using the interfaces from the contact-aware layer, the network layer is responsible for routing messages. One important thing that must be highlighted is that the contact-aware layer only send 1-hop messages to nearby devices. The network layer routes messages using all technologies available from the contact-aware layer. The framework provides implementations for two routing algorithms, namely AODV and Flooding.

The network layer permits communication among devices that are not within communication range. Since no suposition about a centralized routing service should be made, messages are sent using multi-hop [Sarkar and Lol 2010, Conti et al. 2010]. Devices forming the network are responsible for forwarding messages.

Independently of the routing mechanism, each hop (device) decides how to send a message to the next hop based on the metric defined by the routing protocol. Thus, all a routing algorithm requires from the communication layer is the list of active neighbors, how to send a message using unicast or broadcast, and how to receive a message.

These are precisely the functionalities offered by the lower layer. Reusing them, the framework allows different routing algorithms to be implemented on top of the communication layer. Figure 3 shows the core interfaces and design of the network layer.

![Figure 3. Interfaces exposed by the network Layer to the application layer](image)
Messages coming from the contact-aware layer are delivered to the \textit{Router} class by the \textit{MessageEventListener} interface, using the \textit{onMessageReceived(Message)} method.

The \textit{Router} class implements this interface and it is the actual routing algorithm. This is the base class for implementing a new routing strategy. This framework offers to developers two implementations of well-known routing algorithms: Flooding \cite{Viswanath2006} and AODV \cite{Perkins1997}.

If the routing algorithm decides to forward a message to a neighbor device, it queues the message using the \textit{Sender} class by calling the \textit{queueDataMessage(Message)} method, informing the next hop. Since the framework permits to route messages using different technologies, when the \textit{NetworkContainer} class receives a message to be sent, it first decides, based on the destination of the message informed by the router, which communication technology should be used. The class \textit{NetworkContainer} then selects the communication technology and sends the message using the \textit{sendMessage} method.

To implement a different routing algorithm, the developer would only have to implement the \textit{Router} class. All the functionalities regarding neighbor discovery and selection as well as message delivery process in the contact-aware layer are offered by the framework and can be reused. This approach reduces considerably the complexity to develop a new routing algorithm.

3.3. Application layer

One instance of the communication framework is deployed per device. To send a message, an application uses the interface provided by the framework, listed in figure 4, in the \textit{NetworkManager} class. Additionally, when a message addressed to an application arrives, the listener class \textit{NetworkEventListener} notifies the application. The application may be notified of other events, such as device found or device disconnected, as well.

![Figure 4. Interfaces exposed by the network layer to the application layer](image)

The framework has two main contributions: 1) It provides primitives so developers can create novel solutions to improve the communication among nearby devices, without relying on a physical infrastructure; and 2) It offers a communication infrastructure implementing two existing communication technologies (e.g., Bluetooth and Wi-Fi) and two routing algorithms (e.g., Flooding and AODV).

The two first layers (contact-aware and network) present extension points which developers can explore. The contact-aware layer can be extended by adding new communication technologies, such as Wi-Fi Direct or 3G, or can be changed to offer different implementations of Bluetooth and Wi-Fi. The network layer can be extended by adding any existing routing approaches or by developing new solutions.
A different communication module can be implemented by extending the Communicable interface, similarly to what was done by the BluetoothCommunicable class. A similar class called EventsListener should be created and made available in the framework to the application developer. Please refer to figure 4 for more details. Finally, the new communication technology should handle device discovery and connection, unicast and broadcast message delivery, device disconnection, along with any other functionality offered by the EventsListener interface, according to the publish/subscribe pattern. Any new communication technology has to subscribe in the NetworkContainer class, then messages are routed to devices using this new technology.

As mentioned before, new routing algorithms may be implemented as well. Since these algorithms should decide when and to whom messages should be forwarded to, the complexity lies on the algorithms themselves. From the perspective of the framework, any routing algorithm basically sends and receives messages using the Sender and Receiver classes. All the complexity regarding the technology itself is abstracted away from the routing algorithm developer.

The framework is intended to be used by developers of android applications that require direct communication among nearby users. To use the communication functionalities the application developer should create an instance of the NetworkManager class, passing the android.context.Context class from Android, along with an implementation of the NetworkEventListener callback interface, to be notified when a network event occurs. This code should be put in the onCreate() method of the activity.

The next step is to invoke the onResume() method on the NetworkManager instance. It starts all communication technologies and the network layer. With the implementation of the NetworkEventListener interface, the application is notified of events occurring on the network, such as device connection or message received. It is up to the application developer to decide what should be done when these events occur. Finally, an application may send messages by simply calling sendMessage(Message, destinationAddress) or sendBroadcastMessage(Message) methods.

4. Proof of concept

To validate the concepts proposed in this paper, a proof of concept was developed putting together the communication framework and the framework to interact with existing OSN [Maia et al. 2012]. The idea is to share opinions between different communication technologies, post them in the social networks and retrieve the average opinion of the users.

![Figure 5. Sharing a tag with nearby devices](image-url)
Figure 5 shows three screenshots of the application. The first phone, on the right hand side, shows user A rating a McDonald’s restaurant he had just eaten in. McDonald’s is selected from a list of places accessed from Facebook. After selecting it, the user chooses the properties that are going to be rated and informs the value referring to each property.

The next step is to share that opinion. It may be posted on Facebook or shared with devices nearby. Once the user chooses to share with nearby devices and sends the opinion content, user B receives a notification on his phone (figure 5, middle phone) letting him know that a new opinion is available. Clicking on the notification icon, opinion is showed.

Figure 6 shows a code snippet extracted from the application. It is divided in three parts: framework initiation, message broadcast and message receive. First, every communicating device must initiate the framework. They do so by executing the `onResume()` method from the `NetworkManager` (lines 2-5). Once the framework is initiated, device A broadcasts a message to all known devices, using any available technology (lines 7-10, on the left). Before the message is sent, its content is parsed to JSON. Notice that activities related to each technology (Wi-FI, Bluetooth), neighbor selection in each technology and routing is performed by the layers implemented in the framework. Finally, for an application to be notified of an incoming message, it must implement the `onReceiveMessage()` method from the `NetworkManagerClass` (lines 9-11, on the right).

```java
1 2 3 4 5 6 7 8 9 10 11 12
//Device A sending a broadcast message
message.setEventType(MessageType.SHARING);
message.setRating(new MessageListener());
message.sendMessage(MessageType.SHARING);
message = new NetworkManager(5);
message.onReceive();

//Device B receiving a broadcast message
message = new NetworkManager(5);
message.onReceive();

//Device receiving a network message
message = new NetworkManager(5);
message.onReceive();

//Device receiving a network message
message = new NetworkManager(5);
message.onReceive();
```

Figure 6. Framework initiation, message broadcast and receive

Notice how the application only uses methods exposed by the framework to handle communication activities. Any functionality regarding communication technology and routing is handled exclusively by the framework. This modular approach hides away the complexities related to device communication.

5. Related Work

Flock [Boix et al. 2011] is an abstraction to represent user groups in mobile social scenarios, offering to developers primities to define groups at runtime, fostering interaction among nearby users. The difference is that they do not give much attention to communication mechanisms. In a way, our communication framework could be used by them to create the interaction infrastructure and group communication.

AmbientTalk [Suzuki et al. 2011] is a object-oriented programming language aimmed at peer-to-peer mobile applications. Focusing on the application layer, it offers distributed programming primitives such as events, services and concurrency. Interaction between devices is accomplished based on massage-passing. AmbientTalk and our communication framework could be placed together to offer full-fledged coordination stack for peer-to-peer mobile applications.
Mobiclique [Pietiläinen et al. 2009] is a mobile social networking middleware that exploits ad hoc social networks to disseminate content, using on opportunistic connections between neighboring devices. They offer an environment to deploy and test the performance of opportunistic forwarding algorithms which leverage the social profiles and networks of users, as it monitors at the same time their mobility and social behavior. Similarly, our framework permit interactions between nearby users, however, focusing on reusability and extensibility of layers and modules present in the communication infrastructure.

6. Conclusions and Future Work

This paper presented a communication framework to facilitate the development of direct communication among devices, as well as to permit new communication technologies and routing algorithms to be added. The framework was designed aiming at two basic goals: 1) to be independent of any communication technology and routing algorithm; 2) to be as modular and extensible as possible. These goals were accomplished by separating the functionalities into layers and modules, communicating using publish/subscribe mechanisms.

The framework was divided in three layers. The lower layer comprises the different communication technologies. It has implementations to Bluetooth and Wi-Fi technologies. Reusing these modules, the network layer is responsible for delivering messages using multi-hop. To do so, it has implemented Flooding and AODV, offering to application developers two routing algorithms. Finally, on the upper layer, application developers may use the interfaces exposed by the lower layers to send and receive messages among nearby devices.

As a future work, a detailed performance analysis should be carried out. The idea is to analyze how the framework behaves as parameters such as the number of messages, number of devices and mobility affects metrics like the percentage of messages delivered, delivery latency and round trip time.
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